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Transaction Processing 
A transaction can be defined as a group of tasks. A single task is the minimum processing unit which cannot be 
divided further. 

Let’s take an example of a simple transaction. Suppose a bank employee transfers Rs 500 from A's account to 
B's account. This very simple and small transaction involves several low-level tasks. 

A’s Account 
Open_Account(A) 

Old_Balance = A.balance 
New_Balance = Old_Balance - 500 

A.balance = New_Balance 
Close_Account(A) 

B’s Account 
Open_Account(B) 

Old_Balance = B.balance 
New_Balance = Old_Balance + 500 

B.balance = New_Balance 
Close_Account(B) 

****ACID Properties 

A transaction is a very small unit of a program and it may contain several lowlevel tasks. A transaction in a 
database system must maintain Atomicity, Consistency, Isolation, and Durability − commonly known as ACID 
properties − in order to ensure accuracy, completeness, and data integrity. 

 Atomicity − This property states that a transaction must be treated as an atomic unit, that is, either all of 
its operations are executed or none. There must be no state in a database where a transaction is left 
partially completed. States should be defined either before the execution of the transaction or after the 
execution/abortion/failure of the transaction. 

 Consistency − The database must remain in a consistent state after any transaction. No transaction 
should have any adverse effect on the data residing in the database. If the database was in a consistent 
state before the execution of a transaction, it must remain consistent after the execution of the 
transaction as well. 

 Isolation − In a database system where more than one transaction are being executed simultaneously 
and in parallel, the property of isolation states that all the transactions will be carried out and executed 
as if it is the only transaction in the system. No transaction will affect the existence of any other 
transaction. 

 Durability − The database should be durable enough to hold all its latest updates even if the system 
fails or restarts. If a transaction updates a chunk of data in a database and commits, then the database 
will hold the modified data. If a transaction commits but the system fails before the data could be 
written on to the disk, then that data will be updated once the system springs back into action. 

***Serializability 

When multiple transactions are being executed by the operating system in a multiprogramming environment, 
there are possibilities that instructions of one transactions are interleaved with some other transaction. 

 Schedule − A chronological execution sequence of a transaction is called a schedule. A schedule can 
have many transactions in it, each comprising of a number of instructions/tasks. 
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 Serial Schedule − It is a schedule in which transactions are aligned in such a way that one transaction is 
executed first. When the first transaction completes its cycle, then the next transaction is executed. 
Transactions are ordered one after the other. This type of schedule is called a serial schedule, as 
transactions are executed in a serial manner. 

In a multi-transaction environment, serial schedules are considered as a benchmark. The execution sequence of 
an instruction in a transaction cannot be changed, but two transactions can have their instructions executed in a 
random fashion. This execution does no harm if two transactions are mutually independent and working on 
different segments of data; but in case these two transactions are working on the same data, then the results 
may vary. This ever-varying result may bring the database to an inconsistent state. 

To resolve this problem, we allow parallel execution of a transaction schedule, if its transactions are either 
serializable or have some equivalence relation among them. 

Equivalence Schedules 

An equivalence schedule can be of the following types − 

Result Equivalence 

If two schedules produce the same result after execution, they are said to be result equivalent. They may yield 
the same result for some value and different results for another set of values. That's why this equivalence is not 
generally considered significant. 

View Equivalence 

Two schedules would be view equivalence if the transactions in both the schedules perform similar actions in a 
similar manner. 

For example − 

 If T reads the initial data in S1, then it also reads the initial data in S2. 

 If T reads the value written by J in S1, then it also reads the value written by J in S2. 

 If T performs the final write on the data value in S1, then it also performs the final write on the 
data value in S2. 

Conflict Equivalence 

Two schedules would be conflicting if they have the following properties − 

 Both belong to separate transactions. 
 Both accesses the same data item. 
 At least one of them is "write" operation. 

Two schedules having multiple transactions with conflicting operations are said to be conflict equivalent if and 
only if − 

 Both the schedules contain the same set of Transactions. 
 The order of conflicting pairs of operation is maintained in both the schedules. 

Note − View equivalent schedules are view serializable and conflict equivalent schedules are conflict 
serializable. All conflict serializable schedules are view serializable too. 

***States of Transactions 

The various states of a Database Transaction are listed below 
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State Transaction types 

Active State A transaction enters into an active state when the 
execution process begins. During this state read 
or write operations can be performed. 

Partially Committed A transaction goes into the partially committed 
state after the end of a transaction. 

Committed State When the transaction is committed to state, it has 
already completed its execution successfully. 
Moreover, all of its changes are recorded to the 
database permanently. 

Failed State A transaction considers failed when any one of 
the checks fails or if the transaction is aborted 
while it is in the active state. 

Terminated State State of transaction reaches terminated state when 
certain transactions which are leaving the system 
can't be restarted. 

State Transition Diagram for a Database Transaction 

Let's study a state transition diagram that highlights how a transaction moves between these various states. 

1. Once a transaction states execution, it becomes active. It can issue READ or WRITE operation. 
2. Once the READ and WRITE operations complete, the transactions becomes partially committed state. 
3. Next, some recovery protocols need to ensure that a system failure will not result in an inability to 

record changes in the transaction permanently. If this check is a success, the transaction commits and 
enters into the committed state. 

4. If the check is a fail, the transaction goes to the failed state. 
5. If the transaction is aborted while it's in the active state, it goes to the failed state. The transaction should 

be rolled back to undo the effect of its write operations on the database. 
6. The terminated state refers to the transaction leaving the system. 

 
***Transaction failure in between the operations 
 
Now that we understand what transaction is, we should understand what are the problems associated with it. 
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The main problem that can happen during a transaction is that the transaction can fail before finishing the all the 
operations in the set. This can happen due to power failure, system crash etc. This is a serious problem that can 
leave database in an inconsistent state. Assume that transaction fail after third operation (see the example 
above) then the amount would be deducted from your account but your friend will not receive it. 
To solve this problem, we have the following two operations 
 
Commit: If all the operations in a transaction are completed successfully then commit those changes to the 
database permanently. 
 
Rollback: If any of the operation fails then rollback all the changes done by previous operations. 
Even though these operations can help us avoiding several issues that may arise during transaction but they are 
not sufficient when two transactions are running concurrently. To handle those problems we need to understand 
database ACID properties. 

***Concurrency based control: 

In a multiprogramming environment where multiple transactions can be executed simultaneously, it is highly 
important to control the concurrency of transactions. We have concurrency control protocols to ensure 
atomicity, isolation, and serializability of concurrent transactions. Concurrency control protocols can be 
broadly divided into two categories − 

 Lock based protocols 
 Time stamp based protocols 

Lock-based Protocols 

Database systems equipped with lock-based protocols use a mechanism by which any transaction cannot read 
or write data until it acquires an appropriate lock on it. Locks are of two kinds − 

 Binary Locks − A lock on a data item can be in two states; it is either locked or unlocked. 

 Shared/exclusive − This type of locking mechanism differentiates the locks based on their uses. If a 
lock is acquired on a data item to perform a write operation, it is an exclusive lock. Allowing more than 
one transaction to write on the same data item would lead the database into an inconsistent state. Read 
locks are shared because no data value is being changed. 

There are four types of lock protocols available − 

Simplistic Lock Protocol 

Simplistic lock-based protocols allow transactions to obtain a lock on every object before a 'write' operation is 
performed. Transactions may unlock the data item after completing the ‘write’ operation. 

Pre-claiming Lock Protocol 

Pre-claiming protocols evaluate their operations and create a list of data items on which they need locks. 
Before initiating an execution, the transaction requests the system for all the locks it needs beforehand. If all 
the locks are granted, the transaction executes and releases all the locks when all its operations are over. If all 
the locks are not granted, the transaction rolls back and waits until all the locks are granted. 
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****Two-Phase Locking 2PL 
 

This locking protocol divides the execution phase of a transaction into three parts. In the first part, when the 
transaction starts executing, it seeks permission for the locks it requires. The seco
transaction acquires all the locks. As soon as the transaction releases its first lock, the third phase starts. In this 
phase, the transaction cannot demand any new locks; it only releases the acquired locks.
 

Two-phase locking has two phases, one is
and the second phase is shrinking, where the locks held by the transaction are being 

To claim an exclusive (write) lock, a transaction must first acquire a shared (read) lock and then upgrade it to 
an exclusive lock. 

**Strict Two-Phase Locking 

The first phase of Strict-2PL is same as 2PL. After acquiring all the locks in the first 
continues to execute normally. But in contrast to 2PL, Strict
2PL holds all the locks until the commit point and releases all the locks at a time.
 

Strict-2PL does not have cascading abort as 2PL does.
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**Timestamp-based Protocols 

The most commonly used concurrency protocol is the timestamp based protocol. This protocol uses either 
system time or logical counter as a timestamp. 

Lock-based protocols manage the order between the conflicting pairs among transactions at the time of 
execution, whereas timestamp-based protocols start working as soon as a transaction is created. 

Every transaction has a timestamp associated with it, and the ordering is determined by the age of the 
transaction. A transaction created at 0002 clock time would be older than all other transactions that come after 
it. For example, any transaction 'y' entering the system at 0004 is two seconds younger and the priority would 
be given to the older one. 

In addition, every data item is given the latest read and write-timestamp. This lets the system know when the 
last ‘read and write’ operation was performed on the data item. 

Timestamp Ordering Protocol 

The timestamp-ordering protocol ensures serializability among transactions in their conflicting read and writes 
operations. This is the responsibility of the protocol system that the conflicting pair of tasks should be executed 
according to the timestamp values of the transactions. 

 The timestamp of transaction Ti is denoted as TS(Ti). 
 Read time-stamp of data-item X is denoted by R-timestamp(X). 
 Write time-stamp of data-item X is denoted by W-timestamp(X). 

Timestamp ordering protocol works as follows − 

 If a transaction Ti issues a read(X) operation − 
o If TS(Ti) < W-timestamp(X) 

 Operation rejected. 
o If TS(Ti) >= W-timestamp(X) 

 Operation executed. 
o All data-item timestamps updated. 

 If a transaction Ti issues a write(X) operation − 
o If TS(Ti) < R-timestamp(X) 

 Operation rejected. 
o If TS(Ti) < W-timestamp(X) 

 Operation rejected and Ti rolled back. 
o Otherwise, operation executed. 

***Thomas' Write Rule 

This rule states if TS(Ti) < W-timestamp(X), then the operation is rejected and Ti is rolled back. Time-stamp 
ordering rules can be modified to make the schedule view serializable. Instead of making Ti rolled back, the 
'write' operation itself is ignored. 

 

 

 
 


